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# Introducción

En unidades anteriores has aprendido que SQL es un conjunto de sentencias u órdenes que se necesitan para acceder a los datos. Este lenguaje es utilizado por la mayoría de las aplicaciones donde se trabaja con datos para acceder a ellos. Es decir, es la vía de comunicación entre el usuario y la base de datos.

SQL nació a partir de la publicación "A relational model of data for large shared data banks" de Edgar Frank

Codd. IBM aprovechó el modelo que planteaba Codd para desarrollar un lenguaje acorde con el recién nacido modelo relacional, a este primer lenguaje se le llamó SEQUEL (Structured English QUEry Language). Con el tiempo SEQUEL se convirtió en SQL (Structured Query Language). En 1979, la empresa Relational Software sacó al mercado la primera implementación comercial de SQL. Esa empresa es la que hoy conocemos como Oracle.

Actualmente SQL sigue siendo el estándar en lenguajes de acceso a base de datos relacionales.

En 1992, ANSI e ISO completaron la estandarización de SQL y se definieron las sentencias básicas que debía contemplar SQL para que fuera estándar. A este SQL se le denominó ANSI-SQL o SQL92.

Hoy en día todas las bases de datos comerciales cumplen con este estándar, eso sí, cada fabricante añade sus mejoras al lenguaje SQL.

La primera fase del trabajo con cualquier base de datos comienza con sentencias DDL (en español Lenguaje de Definición de Datos), puesto que antes de poder almacenar y recuperar información debimos definir las estructuras donde agrupar la información: las tablas.

La siguiente fase será manipular los datos, es decir, trabajar con sentencias DML (en español Lenguaje de Manipulación de Datos). Este conjunto de sentencias está orientado a consultas y manejo de datos de los objetos creados. Básicamente consta de cuatro sentencias: SELECT, INSERT, DELETE y UPDATE. En esta unidad nos centraremos en una de ellas, que es la sentencia para consultas: SELECT.

Las sentencias SQL que se verán a continuación pueden ser ejecutadas desde el entorno web **Application Express** de Oracle utilizando el botón **SQL** en la página de inicio, y desplegando su lista desplegable elegir **Comandos SQL > Introducir Comando**.

También se pueden indicar las sentencias SQL desde el entorno de **SQL\*Plus** que ofrece Oracle y que puedes encontrar en **Inicio > Todos los programas > Base de Datos Oracle Express Edition > Ejecutar Línea de Comandos SQL.**

Si optas por abrir esa aplicación (**Ejecutar Línea de Comandos SQL**), el primer paso que debe realizarse para manipular los datos de una determinada tabla, es conectarse utilizando un nombre de usuario con los permisos necesarios para hacer ese tipo de operaciones a la tabla deseada. Utiliza para ello la orden CONNECT seguida del nombre de usuario. Posteriormente, solicitará la contraseña correspondiente a dicho usuario.

Para ejecutar cualquiera de las sentencias SQL que aprenderás en los siguientes puntos, simplemente debes escribirla completa y pulsar **Intro** para que se inicie su ejecución.

**Autoevaluación**

7¿Con qué sentencias se definen las estructuras donde agrupar la información, es decir, las tablas?

1. DML.
2. DDL.
3. DCL.

# La Sentencia SELECT.

¿Cómo podemos seleccionar los datos que nos interesen dentro de una base de datos? Para recuperar o seleccionar los datos, de una o varias tablas puedes valerte del lenguaje SQL, para ello utilizarás la sentencia SELECT, que consta de cuatro partes básicas:

* **Cláusula** SELECT seguida de la descripción de lo que se desea ver, es decir, de los nombres de las columnas que quieres que se muestren separadas por comas simples (" , "). Esta parte es obligatoria.
* **Cláusula** FROM seguida del nombre de las tablas de las que proceden las columnas de arriba, es decir, de donde vas a extraer los datos. Esta parte también es obligatoria.
* **Cláusula** WHERE seguida de un criterio de selección o condición. Esta parte es opcional.
* **Cláusula** ORDER BY seguida por un criterio de ordenación. Esta parte también es opcional.

Por tanto, una primera sintaxis quedaría de la siguiente forma:

SELECT [ALL | DISTINCT] columna1, columna2, ... FROM tabla1, tabla2, ... WHERE condición1, condición2, ... ORDER BY ordenación;

**Recomendación**

Las cláusulas ALL y DISTINCT son opcionales.

* Si incluyes la cláusula ALL después de SELECT, indicarás que quieres seleccionar todas las filas estén o no repetidas. Es el valor por defecto y no se suele especificar.
* Si incluyes la cláusula DISTINCT después de SELECT, se suprimirán aquellas filas del resultado que tengan igual valor que otras.

**Autoevaluación**

¿Qué se debe indicar a continuación de la cláusula FROM?

1. Las columnas que queremos seleccionar.
2. Los criterios con los que filtro la selección.
3. Las tablas de donde se van a extraer los datos.
4. La ordenación ascendente.

## La Cláusula SELECT

Ya has visto que a continuación de la sentencia SELECT debemos especificar cada una de las columnas que queremos seleccionar. Además, debemos tener en cuenta lo siguiente:

* **Se pueden nombrar** a las columnas anteponiendo el nombre de la tabla de la que proceden, pero esto es opcional y quedaría: NombreTabla.NombreColumna
* Si queremos **incluir todas las columnas** de una tabla podemos utilizar el comodín **asterisco** ("\*"). Quedaría así: SELECT \* FROM NombreTabla;
* También podemos **ponerle alias a los nombres** de las columnas. Cuando se consulta una base de datos, los nombres de las columnas se usan como cabeceras de presentación. Si éste resulta largo, corto o poco descriptivo, podemos usar un alias. Para ello a continuación del nombre de la columna ponemos entre comillas dobles el alias que demos a esa columna. Veamos un ejemplo:

SELECT F\_Nacimiento "Fecha de Nacimiento" FROM USUARIOS;

* También podemos **sustituir el nombre** de las columnas por constantes, expresiones o funciones SQL. Un ejemplo:

SELECT 4\*3/100 "MiExpresión", Password FROM USUARIOS;

**Para saber más**

Si quieres conocer algo más sobre esta sentencia y ver algunos ejemplos del uso de SELECT aquí tienes el siguiente enlace:

[La cláusula SELECT.](http://www.devjoker.com/contenidos/Tutorial-SQL-/14/Consultar-datos-SELECT.aspx)

## Cláusula FROM.

Al realizar la consulta o selección has visto que puedes elegir las columnas que necesites, pero ¿de dónde extraigo la información?

En la sentencia SELECT debemos establecer de dónde se obtienen las columnas que vamos a seleccionar, para ello disponemos en la sintaxis de la cláusula FROM.

Por tanto, en la cláusula FROM **se definen los nombres de las tablas** de las que proceden las columnas.

Si se utiliza más de una, éstas deben aparecer separadas por comas. A este tipo de consulta se denomina **consulta combinada** o **join**. Más adelante verás que para que la consulta combinada pueda realizarse, necesitaremos aplicar una condición de combinación a través de una cláusula WHERE.

También puedes asociar un alias a las tablas para abreviar, en este caso **no es necesario que lo encierres entre comillas**.

Pongamos un ejemplo:

SELECT \* FROM USUARIOS U;

## Cláusula WHERE

¿Podríamos desear seleccionar los datos de una tabla que cumplan una determinada condición? Hasta ahora hemos podido ver la sentencia SELECT para obtener todas o un subconjunto de columnas de una o varias tablas. Pero esta selección afectaba a todas las filas (registros) de la tabla. Si queremos restringir esta selección a un subconjunto de filas debemos especificar una condición que deben cumplir aquellos registros que queremos seleccionar. Para poder hacer esto vamos a utilizar la cláusula WHERE.

A continuación de la palabra WHERE será donde pongamos la condición que han de cumplir las filas para salir como resultado de dicha consulta.

El criterio de búsqueda o condición puede ser más o menos sencillo y para crearlo se pueden conjugar operadores de diversos tipos, funciones o expresiones más o menos complejas.

Si en nuestra tabla USUARIOS, necesitáramos un listado de los usuarios que son mujeres, bastaría con crear la siguiente consulta:

SELECT nombre, apellidos

FROM USUARIOS

WHERE sexo = 'M';

Más adelante te mostraremos los operadores con los que podrás crear condiciones de diverso tipo.

**Para saber más**

Aquí te adelantamos los operadores para que vayas conociéndolos. Con ellos trabajarás cuando hayas adquirido algunos conocimientos más:

[Operadores SQL](http://www.desarrolloweb.com/articulos/1870.php)

## Ordenación de Registros. Cláusula ORDER BY.

En la consulta del ejemplo anterior hemos obtenido una lista de nombres y apellidos de las usuarias de nuestro juego. Sería conveniente que aparecieran ordenadas por apellidos, ya que siempre quedará más profesional además de más práctico. De este modo, si necesitáramos localizar un registro concreto la búsqueda sería más rápida. ¿Cómo lo haremos? Para ello usaremos la cláusula ORDER BY.

ORDER BY se utiliza para **especificar el criterio de ordenación** de la respuesta a nuestra consulta. Tendríamos:

SELECT [ALL | DISTINCT] columna1, columna2, ...

FROM tabla1, tabla2, ...

WHERE condición1, condición2, ...

ORDER BY columna1 [ASC | DESC], columna2 [ASC | DESC], …, columnaN [ASC | DESC];

Después de cada columna de ordenación se puede incluir el tipo de ordenación (ascendente o descendente) utilizando las palabras reservadas ASC o DESC. Por defecto, y si no se pone nada, la ordenación es ascendente.

Debes saber que es **posible ordenar por más de una columna**. Es más, puedes ordenar no solo por columnas sino a través de una expresión creada con columnas, una constante (aunque no tendría mucho sentido) o funciones SQL.

En el siguiente ejemplo, ordenamos por apellidos y en caso de empate por nombre:

SELECT nombre, apellidos

FROM USUARIOS

ORDER BY apellidos, nombre;

Puedes colocar el número de orden del campo por el que quieres que se ordene en lugar de su nombre, es decir, referenciar a los campos por su posición en la lista de selección. Por ejemplo, si queremos el resultado del ejemplo anterior ordenado por localidad:

SELECT nombre, apellidos, localidad

FROM usuarios

ORDER BY 3;

Si colocamos un número mayor a la cantidad de campos de la lista de selección, aparece un mensaje de error y la sentencia no se ejecuta.

¿Se puede utilizar cualquier tipo de datos para ordenar? No todos los tipos de campos te servirán para ordenar, únicamente aquellos de tipo **carácter, número o fecha**.

**Autoevaluación**

Relaciona cada cláusula de la sentencia SELECT con la información que debe seguirle:

|  |  |  |
| --- | --- | --- |
|  | | |
| **Cláusula** | **Relación** | **Información que le sigue.** |
| WHERE |  | 1. Ordenación. |
| ORDER BY |  | 2. Columnas. |
| FROM |  | 3. Tablas. |
| SELECT |  | 4. Condiciones. |

# Operadores

Tendremos que realizar consultas que cumplan unos criterios concretos, por ejemplo, obtener el número de jugadores que tienen cierto número de créditos o aquellos que son mujeres e incluso conocer el número de usuarios que son de una provincia y además sean hombres.

Para poder realizar este tipo de consultas necesitaremos utilizar operadores que sirvan para crear las expresiones necesarias. Conocemos los 4 tipos de operadores con los que se puede trabajar: **relacionales, aritméticos, de concatenación y lógicos**.

Veíamos que en la cláusula WHERE podíamos incluir expresiones para filtrar el conjunto de datos que queríamos obtener. Para crear esas expresiones necesitas utilizar distintos operadores de modo que puedas comparar, utilizar la lógica o elegir en función de una suma, resta, etc.

Los operadores son símbolos que permiten realizar operaciones matemáticas, concatenar cadenas o hacer comparaciones.

Oracle reconoce 4 tipos de operadores:

1. Relacionales o de comparación.
2. Aritméticos.
3. De concatenación.
4. Lógicos.

¿Cómo se utilizan y para qué sirven? En los siguientes apartados responderemos a estas cuestiones.

**Para saber más**

Si quieres conocer un poco más sobre los operadores visita este enlace:

[Operadores.](http://deletesql.com/viewtopic.php?f=5&t=10)

## Operadores de Comparación

Los puedes conocer con otros nombres como **relacionales**, nos **permitirán comparar expresiones**, que pueden ser valores concretos de campos, variables, etc.

Los operadores de comparación son símbolos que se usan como su nombre indica para comparar dos valores. Si el resultado de la comparación es correcto la expresión considerada es verdadera, en caso contrario es falsa.

Tenemos los siguientes operadores y su operación:

| Operadores y su significado. | |
| --- | --- |
| **OPERADOR** | **SIGNIFICADO** |
| = | Igualdad. |
| !=, < >, ^= | Desigualdad. |
| < | Menos que. |
| > | Mayor que. |
| <= | Menor o igual que. |
| >= | Mayor o igual que. |
| IN | Igual que cualquiera de los miembros entre paréntesis. |
| NOT IN | Distinto que cualquiera de los miembros entre paréntesis. |
| BETWEEN | Entre. Contenido dentro del rango. |
| NOT BETWEEN | Fuera del rango. |
| LIKE '\_abc%' | Se utiliza sobre todo con textos y permite obtener columnas cuyo valor en un campo cumpla una condición textual. Utiliza una cadena que puede contener los símbolos "%" que sustituye a un conjunto de caracteres o "\_" que sustituye a un carácter. |
| IS NULL | Devuelve verdadero si el valor del campo de la fila que examina es nulo. |

El valor NULL significaba valor inexistente o desconocido y por tanto es tratado de forma distinta a otros valores. Si queremos verificar que un valor es NULL no serán validos los operadores que acabamos de ver. Debemos utilizar los valores IS NULL como se indica en la tabla o IS NOT NULL que devolverá verdadero si el valor del campo de la fila no es nulo.

Además, cuando se utiliza un ORDER BY, los valores NULL se presentarán en primer lugar si se emplea el modo ascendente y al final si se usa el descendente.

Si queremos obtener aquellos empleados cuyo salario es superior a 1000€ podemos crear la siguiente consulta:

SELECT nombre FROM EMPLEADOS WHERE SALARIO > 1000;

Ahora queremos aquellos empleados cuyo apellido comienza por R:

SELECT nombre FROM EMPLEADOS WHERE APELLIDO1 LIKE 'R %';

## Operadores Aritméticos y de Concatenación

Aprendimos que los operadores son símbolos que permiten realizar distintos tipos de operaciones. Los operadores aritméticos permiten realizar cálculos con valores numéricos. Son los siguientes:

| Operadores aritméticos y su significado. | |
| --- | --- |
| **OPERADOR** | **SIGNIFICADO** |
| + | Suma |
| - | Resta |
| \* | Multiplicación |
| / | División |

Utilizando expresiones con operadores **es posible obtener** salidas en las cuales **una columna sea el resultado de un cálculo** y no un campo de una tabla.

Mira este ejemplo en el que obtenemos el salario aumentado en un 5% de aquellos empleados que cobran menos de 1000€:

SELECT SALARIO\*1,05

FROM EMPLEADOS

WHERE SALARIO<=1000;

Cuando una expresión aritmética se calcula sobre valores NULL, el resultado es el propio valor NULL.

Para concatenar cadenas de caracteres existe el operador de concatenación (" | | "). Oracle puede convertir automáticamente valores numéricos a cadenas para una concatenación.

En la tabla EMPLEADOS tenemos separados en dos campos el primer y segundo apellido de los empleados, si necesitáramos mostrarlos juntos podríamos crear la siguiente consulta:

SELECT Nombre, Apellido1 || Apellido2

FROM EMPLEADOS;

Si queremos dejar un espacio entre un apellido y otro, debemos concatenar también el espacio en blanco de la siguiente manera:

SELECT Nombre, Apellido1 || ' ' ||Apellido2

FROM EMPLEADOS;

## Operadores Lógicos.

Habrá ocasiones en las que tengas que evaluar más de una expresión y necesites verificar que se cumple una única condición, otras veces comprobar si se cumple una u otra o ninguna de ellas. Para poder hacer esto utilizaremos los operadores lógicos.

Tenemos los siguientes:

| Operadores lógicos y su significado. | |
| --- | --- |
| **OPERADOR** | **SIGNIFICADO** |
| AND | Devuelve verdadero si sus expresiones a derecha e izquierda son ambas verdaderas. |
| OR | Devuelve verdadero si alguna de sus expresiones a derecha o izquierda son verdaderas. |
| NOT | Invierte la lógica de la expresión que le precede, si la expresión es verdadera devuelve falsa y si es falsa devuelve verdadera. |

Fíjate en los siguientes ejemplos:

Si queremos obtener aquellos empleados en cuyo historial salarial tengan sueldo menor o igual a 800€ o superior a 2000€:

SELECT empleado\_dni

FROM HISTORIAL\_SALARIAL

WHERE salario<=800 OR salario>2000;

## Precedencia.

Con frecuencia utilizaremos la sentencia SELECT acompañada de expresiones muy extensas y resultará difícil saber que parte de dicha expresión se evaluará primero, por ello es conveniente conocer el orden de precedencia que tiene Oracle:

1. Se evalúa la multiplicación (\*) y la división (/) al mismo nivel.
2. A continuación sumas (+) y restas (-).
3. Concatenación (| |).
4. Todas las comparaciones (<, >, …).
5. Después evaluaremos los operadores IS NULL, IN NOT NULL, LIKE, BETWEEN.
6. NOT.
7. AND.
8. OR.

Si quisiéramos variar este orden necesitaríamos utilizar paréntesis.

**Autoevaluación**

**En la siguiente consulta:**

SELECT APELLIDOS

FROM JUGADORES

WHERE APELLIDOS LIKE 'A%S%';

**¿Qué estaríamos seleccionando?**

1. Aquellos jugadores cuyos apellidos contienen la letra A y la S.
2. Aquellos jugadores cuyos apellidos comienzan por la letra A y contienen la letra S.
3. Aquellos jugadores cuyos apellidos no contienen ni la letra A ni la S.
4. Todos los apellidos de todos los jugadores menos los que su apellido comienza por S.

# Consultas Calculadas

Este punto trata de la creación de campos nuevos a partir de otros ya existentes en la base de datos.

La tabla ARTICULOS tiene, entre otros, los campos Precio y Cantidad. A partir de ellos se puede realizar consultas calculadas para obtener el precio con IVA incluido, un descuento sobre el precio e incluso aumentar ese precio en un porcentaje concreto.

En algunas ocasiones es interesante realizar operaciones con algunos campos para obtener información derivada de éstos. Si tuviéramos un campo Precio, podría interesarnos calcular el precio incluyendo el IVA o si tuviéramos los campos Sueldo y Paga Extra, podríamos necesitar obtener la suma de los dos campos. Estos son dos ejemplos simples pero podemos construir expresiones mucho más complejas. Para ello haremos uso de la creación de campos calculados.

Los operadores aritméticos se pueden utilizar para hacer cálculos en las consultas.

Estos **campos calculados** se obtienen a través de la sentencia SELECT poniendo a continuación la expresión que queramos. Esta consulta **no modificará los valores originales** de las columnas ni de la tabla de la que se está obteniendo dicha consulta, únicamente mostrará una columna nueva con los valores calculados. Por ejemplo:

SELECT Nombre, Credito, Credito + 25

FROM USUARIOS;

Con esta consulta hemos creado un campo que tendrá como nombre la expresión utilizada. Podemos ponerle un alias a la columna creada añadiéndolo detrás de la expresión junto con la palabra AS. En nuestro ejemplo quedaría de la siguiente forma:

SELECT Nombre, Credito, Credito + 25 AS CreditoNuevo

FROM USUARIOS;

**Autoevaluación**

**Los campos calculados pueden ir en:**

1. La cláusula SELECT.
2. La cláusula WHERE.
3. La cláusula FROM.

# Funciones

Existen funciones que nos facilitarán la tarea y nos ayudarán a obtener información que de otro modo resultaría complicado.

¿Has pensado en todas las operaciones que puedes realizar con los datos que guardas en una base de datos? Seguro que son muchísimas. Pues bien, en casi todos los Sistemas Gestores de Base de Datos existen funciones ya creadas que facilitan la creación de consultas más complejas. Dichas funciones varían según el SGBD, veremos aquí las que utiliza Oracle.

Las funciones son realmente operaciones que se realizan sobre los datos y que realizan un determinado cálculo. Para ello necesitan unos datos de entrada llamados parámetros o argumentos y en función de éstos, se realizará el cálculo de la función que se esté utilizando. Normalmente los parámetros se especifican entre paréntesis.

**Las funciones se pueden incluir en las cláusulas SELECT, WHERE y ORDER BY.**

Las funciones se especifican de la siguiente manera:

  NombreFunción [(parámetro1, [parámetro2, …)]

  Puedes anidar funciones dentro de funciones.

Existe una gran variedad para cada tipo de datos:

* numéricas,
* de cadena de caracteres,
* de manejo de fechas,
* de conversión,
* otras

Oracle proporciona una tabla con la que podemos hacer pruebas, esta tabla se llama Dual y contiene un único campo llamado DUMMY y una sola fila.

Podremos utilizar la tabla Dual en algunos de los ejemplos que vamos a ver en los siguientes apartados.

## Funciones Numéricas.

¿Cómo obtenemos el cuadrado de un número o su valor absoluto? Nos referimos a valores numéricos y por tanto necesitaremos utilizar funciones numéricas.

Para trabajar con campos de tipo número tenemos las siguientes funciones:

* **ABS(n)**

Calcula el valor absoluto de un número n.

Ejemplo:

SELECT ABS(-17) FROM DUAL; -- Resultado: 17

* **EXP(n)**

Calcula еn , es decir, el exponente en base e del número n.

Ejemplo:

SELECT EXP(2) FROM DUAL; -- Resultado: 7,38

* CEIL(n)

Calcula el valor entero inmediatamente superior o igual al argumento n.

Ejemplo:

SELECT CEIL(17.4) FROM DUAL; -- Resultado: 18

* FLOOR(n)

Calcula el valor entero inmediatamente inferior o igual al parámetro n.

Ejemplo:

SELECT FLOOR(17.4) FROM DUAL; -- Resultado: 17

* MOD(m,n)

Calcula el resto resultante de dividir m entre n.

Ejemplo:

SELECT MOD(15, 2) FROM DUAL; --Resultado: 1

* POWER(valor, exponente)

Eleva el valor al exponente indicado.

Ejemplo:

SELECT POWER(4, 5) FROM DUAL; -- Resultado: 1024

* ROUND(n, decimales)

Redondea el número n al siguiente número con el número de decimales que se indican.

Ejemplo:

SELECT ROUND(12.5874, 2) FROM DUAL; -- Resultado: 12.59

* SQRT(n)

Calcula la raíz cuadrada de n.

Ejemplo:

SELECT SQRT(25) FROM DUAL; --Resultado: 5

* TRUNC(m,n)

Trunca un número a la cantidad de decimales especificada por el segundo argumento. Si se omite el segundo argumento, se truncan todos los decimales. Si "n" es negativo, el número es truncado desde la parte entera.

Ejemplos:

SELECT TRUNC(127.4567, 2) FROM DUAL; -- Resultado: 127.45

SELECT TRUNC(4572.5678, -2) FROM DUAL; -- Resultado: 4500

SELECT TRUNC(4572.5678, -1) FROM DUAL; -- Resultado: 4570

SELECT TRUNC(4572.5678) FROM DUAL; -- Resultado: 4572

* SIGN(n)

Si el argumento "n"es un valor positivo, retorna 1, si es negativo, devuelve -1 y 0 si es 0.

SELECT SIGN(-23) FROM DUAL; – Resultado: -1

**Para saber más**

Aquí encontrarás las funciones que has visto y algunas más.

[Más funciones numéricas.](http://sites.google.com/site/josepando/home/funciones-sql/funciones-que-devuelven-una-valor-nico-para-cada-fila-de-una-consulta-o-vista/funciones-numricas)

## Funciones de Cadenas de Caracteres.

Ya verás como es muy común manipular campos de tipo carácter o cadena de caracteres. Como resultado podremos obtener caracteres o números. Estas son las funciones más habituales:

* CHR(n)

Devuelve el carácter cuyo valor codificado es n.

Ejemplo:

SELECT CHR(81) FROM DUAL; --Resultado: Q

* ASCII(n)

Devuelve el valor ASCII de n.

Ejemplo:

SELECT ASCII('O') FROM DUAL; --Resultado: 79

* CONCAT(cad1, cad2)

Devuelve las dos cadenas unidas. Es equivalente al operador ||

Ejemplo:

SELECT CONCAT('Hola', 'Mundo') FROM DUAL; --Resultado: HolaMundo

* LOWER(cad)

Devuelve la cadena cad con todos sus caracteres en minúsculas.

Ejemplo:

SELECT LOWER('En MInúsculAS') FROM DUAL; --Resultado: en minúsculas

* UPPER(cad)

Devuelve la cadena cad con todos sus caracteres en mayúsculas.

Ejemplo:

SELECT UPPER('En MAyúsculAS') FROM DUAL; --Resultado: EN MAYÚSCULAS

* INITCAP(cad)

Devuelve la cadena cad con su primer carácter en mayúscula.

Ejemplo:

SELECT INITCAP('hola') FROM DUAL; --Resultado: Hola

* LPAD(cad1, n, cad2)

Devuelve cad1 con longitud n, ajustada a la derecha, rellenando por la izquierda con cad2.

Ejemplo:

SELECT LPAD('M', 5, '\*') FROM DUAL; --Resultado: \*\*\*\*M

* RPAD(cad1, n, cad2)

Devuelve cad1 con longitud n, ajustada a la izquierda, rellenando por la derecha con cad2.

Ejemplo:

SELECT RPAD('M', 5, '\*') FROM DUAL; --Resultado: M\*\*\*\*

* REPLACE(cad, ant, nue)

Devuelve cad en la que cada ocurrencia de la cadena ant ha sido sustituida por la cadena nue.

Ejemplo:

SELECT REPLACE('correo@gmail.es', 'es', 'com') FROM DUAL; --Resultado: correo@gmail.com

* SUBSTR(cad, m, n)

Devuelve la cadena cad compuesta por n caracteres a partir de la posición m.

Ejemplo:

SELECT SUBSTR('1234567', 3, 2) FROM DUAL; --Resultado: 34

* LENGTH(cad)

Devuelve la longitud de cad.

Ejemplo:

SELECT LENGTH('hola') FROM DUAL; --Resultado: 4

* TRIM(cad)

Elimina los espacios en blanco a la izquierda y la derecha de cad y los espacios dobles del interior.

Ejemplo:

SELECT TRIM(' Hola de nuevo ') FROM DUAL; --Resultado: Hola de nuevo

* LTRIM(cad)

Elimina los espacios a la izquierda que posea cad.

Ejemplo:

SELECT LTRIM(' Hola') FROM DUAL; --Resultado: Hola

* RTRIM(cad)

Elimina los espacios a la derecha que posea cad.

Ejemplo:

SELECT RTRIM('Hola ') FROM DUAL; --Resultado: Hola

* INSTR(cad, cadBuscada [, posInicial [, nAparición]])

Obtiene la posición en la que se encuentra la cadena buscada en la cadena inicial cad. Se puede comenzar a buscar desde una posición inicial concreta e incluso indicar el número de aparición de la cadena buscada. Si no encuentra nada devuelve cero.

Ejemplo:

SELECT INSTR('usuarios', 'u') FROM DUAL; --Resultado: 1

SELECT INSTR('usuarios', 'u', 2) FROM DUAL; --Resultado: 3

SELECT INSTR('usuarios', 'u', 2, 2) FROM DUAL; --Resultado: 0

**Autoevaluación**

**En la siguiente consulta: SELECT LENGTH("Adiós") FROM DUAL; ¿qué obtendríamos?**

1. 5
2. 4
3. 6
4. Nos devolvería un error.

## Funciones de Manejo de Fechas

La fecha de emisión de una factura, de llegada de un avión, de ingreso en una web, podríamos seguir poniendo infinidad de ejemplos, lo que significa que es una información que se requiere en muchas situaciones y es importante guardar.

En los SGBD se utilizan mucho las fechas. Oracle tiene dos tipos de datos para manejar fechas, son DATE y TIMESTAMP.

1. DATE almacena **fechas concretas incluyendo a veces la hora.**
2. TIMESTAMP almacena **un instante de tiempo más concreto** que puede incluir hasta fracciones de segundo.

Podemos realizar operaciones numéricas con las fechas:

* Le podemos **sumar números** y esto se entiende como sumarles días, si ese número tiene decimales se suman días, horas, minutos y segundos.
* La **diferencia** entre dos fechas también nos dará un número de días.

En Oracle tenemos las siguientes funciones más comunes:

* SYSDATE Devuelve la fecha y hora actuales. Ejemplo: SELECT SYSDATE FROM DUAL; --Resultado: 26/07/11
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* SYSTIMESTAMP Devuelve la fecha y hora actuales en formato TIMESTAMP. Ejemplo: SELECT SYSTIMESTAMP FROM DUAL; --Resultado: 26-JUL-11 08.32.59,609000 PM +02:00
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* ADD\_MONTHS(fecha, n) Añade a la fecha el número de meses indicado con n. Ejemplo: SELECT ADD\_MONTHS('27/07/11', 5) FROM DUAL; --Resultado: 27/12/11
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* MONTHS\_BETWEEN(fecha1, fecha2) Devuelve el número de meses que hay entre fecha1 y fecha2. Ejemplo: SELECT MONTHS\_BETWEEN('12/07/11','12/03/11') FROM DUAL; --Resultado: 4
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* LAST\_DAY(fecha) Devuelve el último día del mes al que pertenece la fecha. El valor devuelto es tipo DATE. Ejemplo: SELECT LAST\_DAY('27/07/11') FROM DUAL; --Resultado: 31/07/11
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* NEXT\_DAY(fecha, d) Indica el día que corresponde si añadimos a la fecha el día d. El día devuelto puede ser texto ('Lunes', Martes', ..) o el número del día de la semana (1=lunes, 2=martes, ..) dependiendo de la configuración. Ejemplo: SELECT NEXT\_DAY('31/12/11','LUNES') FROM DUAL; --Resultado: 02/01/12

![](data:image/jpeg;base64,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)

* EXTRACT(valor FROM fecha) Extrae un valor de una fecha concreta. El valor puede ser day, month, year, hours, etc. Ejemplo: SELECT EXTRACT(MONTH FROM SYSDATE) FROM DUAL; --Resultado: 7

![](data:image/jpeg;base64,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)

En Oracle: Los operadores aritméticos "+" (más) y "-" (menos) pueden emplearse para las fechas. Por ejemplo:

SELECT SYSDATE – 5;

Devolvería la fecha correspondiente a 5 días antes de la fecha actual.

Se pueden emplear estas funciones enviando como argumento el nombre de un campo de tipo fecha.

**Autoevaluación**

**¿Cuáles de estas afirmaciones sobre funciones de manejo de fechas son ciertas?**

1. Existen dos tipos de fechas de datos con las que podemos trabajar, DATE y TIMESTAMP.
2. Se puede poner como argumento el nombre de un campo de cualquier tipo.
3. Le podemos sumar o restar números, lo cual se entiende como sumarle o restarle días.
4. La diferencia entre dos fechas nos dará un número de días.

## Funciones de Conversión.

Los SGBD tienen funciones que pueden pasar de un tipo de dato a otro. Oracle convierte automáticamente datos de manera que el resultado de una expresión tenga sentido. Por tanto, de manera automática se pasa de texto a número y al revés. Ocurre lo mismo para pasar de tipo texto a fecha y viceversa. Pero existen ocasiones en que queramos realizar esas conversiones de modo explícito, para ello contamos con funciones de conversión.

* TO\_NUMBER(cad, formato) Convierte textos en números. Se suele utilizar para dar un formato concreto a los números. Los formatos que podemos utilizar son los siguientes:

| Formatos para números y su significado. | |
| --- | --- |
| **Símbolo** | **Significado** |
| 9 | Posiciones numéricas. Si el número que se quiere visualizar contiene menos dígitos de los que se especifican en el formato, se rellena con blancos. |
| 0 | Visualiza ceros por la izquierda hasta completar la longitud del formato especificado. |
| $ | Antepone el signo de dólar al número. |
| L | Coloca en la posición donde se incluya, el símbolo de la moneda local (se puede configurar en la base de datos mediante el parámetro NSL\_CURRENCY) |
| S | Aparecerá el símbolo del signo. |
| D | Posición del símbolo decimal, que en español es la coma. |
| G | Posición del separador de grupo, que en español es el punto. |

* TO\_CHAR(d, formato) Convierte un número o fecha a cadena de caracteres, se utiliza normalmente para fechas ya que de número a texto se hace de forma implícita como hemos visto antes.

Ejemplo: SELECT TO\_CHAR(SYSDATE, ‘DD/MM/YYYY’) FROM DUAL;

SELECT TO\_CHAR(sysdate,'Mon') FROM DUAL;

SELECT TO\_CHAR(123.456, '09999') FROM DUAL;

SELECT TO\_CHAR(123.456, '09999.999') FROM DUAL;

* TO\_DATE( cad, formato) Convierte textos a fechas. Podemos indicar el formato con el que queremos que aparezca.

Para las funciones TO\_CHAR y TO\_DATE, en el caso de fechas, indicamos el formato incluyendo los siguientes símbolos:

| Formatos para fechas y su significado. | |
| --- | --- |
| **Símbolo** | **Significado** |
| YY | Año en formato de dos cifras |
| YYYY | Año en formato de cuatro cifras |
| MM | Mes en formato de dos cifras |
| MON | Las tres primeras letras del mes |
| MONTH | Nombre completo del mes |
| DY | Día de la semana en tres letras |
| DAY | Día completo de la semana |
| DD | Día en formato de dos cifras |
| D | Día de la semana del 1 al 7 |
| Q | Semestre |
| WW | Semana del año |
| AM PM | Indicador a.m.  Indicador p.m. |
| HH12  HH24 | Hora de 1 a 12  Hora de 0 a 23 |
| MI | Minutos de 0 a 59 |
| SS  SSSS | Segundos dentro del minuto  Segundos dentro desde las 0 horas |

## Otras Funciones: NVL y DECODE.

¿Recuerdas que era el valor NULL? Cualquier columna de una tabla podía contener un valor nulo independientemente al tipo de datos que tuviera definido. Eso sí, esto no era así en los casos en que definíamos esa columna como no nula (NOT NULL), o que fuera clave primaria (PRIMARY KEY).

Cualquier operación que se haga con un valor NULL devuelve un NULL. Por ejemplo, si se intenta dividir por NULL, no nos aparecerá ningún error sino que como resultado obtendremos un NULL (no se producirá ningún error tal y como puede suceder si intentáramos dividir por cero).

También es posible que el resultado de una función nos dé un valor nulo.

Por tanto, es habitual encontrarnos con estos valores y es entonces cuando aparece la necesidad de poder hacer algo con ellos. Las **funciones con nulos** nos permitirán hacer algo en caso de que aparezca un valor nulo.

* NVL(valor, expr1)

Si valor es NULL, entonces devuelve expr1. Ten en cuenta que expr1 debe ser del mismo tipo que valor.

¿Y no habrá alguna función que nos permita evaluar expresiones? La respuesta es afirmativa y esa función se llama DECODE.

* DECODE(expr1, cond1, valor1 [, cond2, valor2, ...], default )

Esta función evalúa una expresión expr1, si se cumple la primera condición (cond1) devuelve el valor1, en caso contrario evalúa la siguiente condición y así hasta que una de las condiciones se cumpla. Si no se cumple ninguna condición se devuelve el valor por defecto que hemos llamado default. Si no ponemos valor por defecto y no cumple ninguna condición, devolverá Nulo.

Si en la tabla EMPLEADOS queremos un listado de sus direcciones, podemos pedir que cuando una dirección no exista, aparezca el texto No tiene dirección, para ello podemos utilizar la siguiente consulta:

SELECT NVL(DIRECC1, 'No tiene dirección conocida') FROM EMPLEADOS;

Obtendremos:

| Resultado de la sentencia SELECT |
| --- |
| **DIRECCIONES** |
| No tiene dirección conocida |
| C/Sol, 1 |

**Autoevaluación**

**¿Qué función convierte un número o fecha a cadena de caracteres?**

1. TO\_DATE.
2. TO\_CHAR.
3. DECODE.
4. TO\_NUMBER.

# 6. Consultas Resumen

Para crear consultas de resumen sobre distinta información, así como obtener el salario medio de los empleados clasificado por tipo de empleado, obtener totales, etc, se utilizan las consultas resumen.

Realmente no es un trabajo difícil ya que las consultas de resumen son muy fáciles de crear.

Seguro que alguna vez has necesitado realizar cálculos sobre un campo para obtener algún resultado global, por ejemplo, si tenemos una columna donde estamos guardando las notas que obtienen unos alumnos o alumnas en Matemáticas, podríamos estar interesados en saber cuál es la nota máxima que han obtenido o la nota media.

La sentencia SELECT nos va a permitir **obtener resúmenes de los datos de modo vertical**. Para ello consta de una serie de cláusulas específicas (GROUP BY, HAVING) y tenemos también unas **funciones** llamadas **de agrupamiento o de agregado** que son las que nos dirán qué cálculos queremos realizar sobre los datos (sobre la columna).

Hasta ahora las consultas que hemos visto daban como resultado un subconjunto de filas de la tabla de la que extraíamos la información. Sin embargo, este tipo de consultas que vamos a ver no corresponde con ningún valor de la tabla sino un **total calculado** sobre los datos de la tabla. Esto hará que las consultas de resumen tengan limitaciones que iremos viendo.

Las funciones que podemos utilizar se llaman de agrupamiento (de agregado). Éstas **toman un grupo de datos** (una columna) y **producen un único dato que resume el grupo**. Por ejemplo, la función SUM() acepta una columna de datos numéricos y devuelve la suma de estos.

El simple hecho de utilizar una función de agregado en una consulta la convierte en consulta de resumen.

Todas las funciones de agregado tienen una estructura muy parecida: FUNCIÓN ([ALL| DISTINCT] Expresión) y debemos tener en cuenta que:

* La palabra ALL indica que se tienen que tomar todos los valores de la columna. Es el valor por defecto.
* La palabra DISTINCT indica que se considerarán todas las repeticiones del mismo valor como uno solo (considera valores distintos).
* El grupo de valores sobre el que actúa la función lo determina el resultado de la expresión que será el nombre de una columna o una expresión basada en una o varias columnas. Por tanto, en la expresión nunca puede aparecer ni una función de agregado ni una subconsulta.
* Todas las funciones se aplican a las filas del origen de datos una vez ejecutada la cláusula WHERE (si la tuviéramos).
* Todas las funciones (excepto COUNT(\*)) ignoran los valores NULL.
* Podemos encontrar una función de agrupamiento dentro de una lista de selección en cualquier sitio donde pudiera aparecer el nombre de una columna. Es por eso que puede formar parte de una expresión pero no se pueden anidar funciones de este tipo.
* No se pueden mezclar funciones de columna con nombres de columna ordinarios, aunque hay excepciones que veremos más adelante.

Ya estamos preparados para conocer cuáles son estas funciones de agregado (o agrupamiento). Las veremos a continuación.

**Para saber más**

Puedes acceder a este enlace si quieres conocer más sobre este tipo de consultas.

[Consultas de resumen.](http://www.aulaclic.es/sql/t_4_1.htm)

## 6.1. Funciones de Agregado: SUM y COUNT.

Sumar y contar filas o datos contenidos en los campos es algo bastante común. Imagina que para nuestra tabla Usuarios necesitamos sumar el número de créditos total que tienen nuestros jugadores. Con una función que sumara los valores de la columna crédito sería suficiente, siempre y cuando lo agrupáramos por cliente, ya que de lo contrario lo que obtendríamos sería el total de todos los clientes jugadores.

* La función SUM:
  + SUM([ALL|DISTINCT] expresión)
  + Devuelve la suma de los valores de la expresión.
  + Sólo puede utilizarse con columnas cuyo tipo de dato sea número. El resultado será del mismo tipo aunque puede tener una precisión mayor.
  + Por ejemplo,
    - SELECT SUM( credito) FROM Usuarios;
* La función COUNT:
  + COUNT([ALL|DISTINCT] expresión)
  + Cuenta los elementos de un campo. Expresión contiene el nombre del campo que deseamos contar. Los operandos de expresión pueden incluir el nombre del campo, una constante o una función.
  + Puede contar cualquier tipo de datos incluido texto.
  + COUNT simplemente cuenta el número de registros sin tener en cuenta qué valores se almacenan.
  + La función COUNT no cuenta los registros que tienen campos NULL a menos que **expresión** sea el carácter comodín **asterisco** (\*).
  + Si utilizamos COUNT(\*), calcularemos el total de filas, incluyendo aquellas que contienen valores NULL.
  + Por ejemplo,
    - SELECT COUNT(nombre) FROM Usuarios;
    - SELECT COUNT(\*) FROM Usuarios;

## 6.2. Funciones de Agregado: MIN y MAX.

¿Y si pudiéramos encontrar el valor máximo y mínimo de una lista enormemente grande? Esto es lo que nos permiten hacer las siguientes funciones.

* **Función** MIN**:**
  + MIN ([ALL| DISTINCT] expresión)
  + Devuelve el valor mínimo de la expresión sin considerar los nulos (NULL).
  + En expresión podemos incluir el nombre de un campo de una tabla, una constante o una función (pero no otras funciones agregadas de SQL).
  + Un ejemplo sería:
    - SELECT MIN(credito) FROM Usuarios;
* **Función** MAX**:**
  + MAX ([ALL| DISTINCT] expresión)
  + Devuelve el valor máximo de la expresión sin considerar los nulos (NULL).
  + En expresión podemos incluir el nombre de un campo de una tabla, una constante o una función (pero no otras funciones agregadas de SQL).
  + Un ejemplo,
    - SELECT MAX (credito) FROM Usuarios;

## 6.3. Funciones de Agregado: AVG, VAR, STDEV.

Quizás queramos obtener datos estadísticos de los datos guardados en nuestra base de datos. Para ello podemos hacer uso de las funciones que calculan el promedio, la varianza y la desviación típica.

* **Función** AVG
  + AVG ([ALL| DISTINCT] expresión)
  + Devuelve el promedio de los valores de un grupo, para ello se omiten los valores nulos (NULL).
  + El grupo de valores será el que se obtenga como resultado de la expresión y ésta puede ser un nombre de columna o una expresión basada en una columna o varias de la tabla.
  + Se aplica a campos tipo número y el tipo de dato del resultado puede variar según las necesidades del sistema para representar el valor.
* **Función** VAR
  + VAR ([ALL| DISTINCT] expresión)
  + Devuelve la varianza estadística de todos los valores de la expresión.
  + Como tipo de dato admite únicamente columnas numéricas. Los valores nulos (NULL) se omiten.
* **Función** STDEV
  + STDEV ([ALL| DISTINCT] expresión)
  + Devuelve la desviación típica estadística de todos los valores de la expresión.
  + Como tipo de dato admite únicamente columnas numéricas. Los valores nulos (NULL) se omiten.

**Autoevaluación**

**¿Cuáles de las siguientes afirmaciones sobre las consultas de resumen son ciertas?**

1. Toman un grupo de datos de una columna.
2. Producen un único dato que resume el grupo.
3. Utilizar una función de agregado en una consulta la convierte en consulta de resumen.
4. Dan como resultado un subconjunto de filas de la tabla.

# Agrupamiento de Registros

Ahora se quiere continuar sacando todo lo posible a las tablas realizando operaciones como las anteriores pero agrupándolas por algún campo. Hay veces que se obtiene mucha información si estudiamos los datos por grupos, como puede ser el número de jugadores por provincia, o el saldo medio según el sexo del jugador para así poder obtener conclusiones sobre la información guardada.

Hasta aquí las consultas de resumen que hemos visto obtienen totales de todas las filas de un campo o una expresión calculada sobre uno o varios campos. Lo que hemos obtenido ha sido una única fila con un único dato.

Ya verás como en muchas ocasiones en las que utilizamos consultas de resumen nos va a interesar calcular **totales parciales**, es decir, **agrupados según un determinado campo**.

De este modo podríamos obtener de una tabla EMPLEADOS, en la que se guarda su sueldo y su actividad dentro de la empresa, el valor medio del sueldo en función de la actividad realizada en la empresa. También podríamos tener una tabla clientes y obtener el número de veces que ha realizado un pedido, etc.

En todos estos casos en lugar de una única fila de resultados necesitaremos una fila por cada actividad, cada cliente, etc.

Podemos obtener estos **subtotales** utilizando la cláusula GROUP BY.

La sintaxis es la siguiente:

SELECT columna1, columna2, ...

FROM tabla1, tabla2, ...

WHERE condición1, condición2, …

GROUP BY columna1, columna2, …

HAVING condición

ORDER BY ordenación;

En la cláusula GROUP BY se colocan las columnas por las que vamos a agrupar. En la cláusula HAVING se especifica la condición que han de cumplir los grupos para que se realice la consulta.

Es muy importante que te fijes bien en el orden en el que se ejecutan las cláusulas:

1. WHERE que filtra las filas según las condiciones que pongamos.
2. GROUP BY que crea una tabla de grupos nueva.
3. HAVING filtra los grupos.
4. ORDER BY que ordena o clasifica la salida.

**Las columnas que aparecen en el SELECT y que no aparezcan en la cláusula GROUP BY deben tener una función de agrupamiento**. Si esto no se hace así producirá un error. Otra opción es poner en la claúsula GROUP BY las mismas columnas que aparecen en SELECT.

Veamos un par de ejemplos:

SELECT provincia, SUM(credito) FROM Usuarios GROUP BY provincia;

Obtenemos la suma de créditos de nuestros usuarios agrupados por provincia. Si estuviéramos interesados en la suma de créditos agrupados por provincia pero únicamente de las provincias de Cádiz y Badajóz nos quedaría:

SELECT provincia, SUM(credito) FROM Usuarios GROUP BY provincia HAVING provincia = 'CÁDIZ' OR provincia= 'BADAJOZ';

**Autoevaluación**

**Relaciona cada cláusula con su orden de ejecución:**

|  |  |  |
| --- | --- | --- |
|  | | |
| **Cláusula.** | **Relación.** | **Función.** |
| WHERE |  | 1. PRIMERO |
| ORDER BY |  | 2. SEGUNDO |
| HAVING |  | 3. TERCERO |
| GROUP BY |  | 4. CUARTO |

# Consultas Multitablas

Hasta ahora se ha estado haciendo uso de consultas a una única tabla, pero eso limita la obtención de resultados. Si esas tablas están relacionadas se podrá coger información de cada una de ellas según lo que le interese

Recuerda que una de las propiedades de las bases de datos relacionales era que distribuíamos la información en varias tablas que a su vez estaban relacionadas por algún campo común. Así evitábamos repetir datos. Por tanto, también será frecuente que tengamos que consultar datos que se encuentren distribuidos por distintas tablas.

Hasta ahora las consultas que hemos usado se referían a una sola tabla, pero también es posible hacer consultas usando varias tablas en la misma sentencia SELECT. Esto permitirá realizar distintas operaciones como son:

* La composición interna.
* La composición externa.

En la versión SQL de 1999 se especifica una nueva sintaxis para consultar varias tablas que Oracle incorpora, así que también la veremos. La razón de esta nueva sintaxis era separar las condiciones de asociación respecto a las condiciones de selección de registros.

La sintaxis es la siguiente:

SELECT tabla1.columna1, tabla1.columna2, …, tabla2.columna1, tabla2.columna2, …

FROM tabla1

[CROSS JOIN tabla2] |

[NATURAL JOIN tabla2] |

[JOIN tabla2 USING (columna) |

[JOIN tabla2 ON (tabla1.columna=tabla2.columna)] |

[LEFT | RIGTH | FULL OUTER JOIN tabla2 ON (tabla1.columna=tabla2.columna)]

## 8.1. Composiciones Internas

¿ Qué ocurre si combinamos dos o más tablas sin ninguna restricción ? El resultado será un producto cartesiano.

El producto cartesiano entre dos tablas da como resultado todas las combinaciones de todas las filas de esas dos tablas.

Se indica poniendo en la cláusula FROM las tablas que queremos componer separadas por comas. Y puedes obtener el producto cartesiano de las tablas que quieras.

Como lo que se obtiene son todas las posibles combinaciones de filas, debes tener especial cuidado con las tablas que combinas. Si tienes dos tablas de 10 filas cada una, el resultado tendrá 10x10 filas, a medida que aumentemos el número de filas que contienen las tablas, mayor será el resultado final, con lo cual se puede considerar que nos encontraremos con una operación costosa.

Esta operación no es de las más utilizadas ya que coge una fila de una tabla y la asocia con todos y cada uno de las filas de la otra tabla, independientemente de que tengan relación o no. Lo más normal es que queramos seleccionar los registros según algún criterio.

Necesitaremos **discriminar** de alguna forma para que únicamente aparezcan filas de una tabla que estén relacionadas con la otra tabla. A esto se le llama **asociar tablas** (JOIN).

Para hacer una composición interna se parte de un producto cartesiano y se eliminan aquellas filas que no cumplen la condición de composición.

Lo importante en las composiciones internas es emparejar los campos que han de tener valores iguales.

Las reglas para las composiciones son:

* Pueden combinarse tantas tablas como se desee.
* El criterio de combinación puede estar formado por más de una pareja de columnas.
* En la cláusula SELECT pueden citarse columnas de ambas tablas, condicionen o no, la combinación.
* Si hay columnas con el mismo nombre en las distintas tablas, deben identificarse especificando la tabla de procedencia o utilizando un alias de tabla.

Las columnas que aparecen en la cláusula WHERE se denominan **columnas de emparejamiento** ya que son las que permiten emparejar las filas de las dos tablas. Éstas no tienen por qué estar incluidas en la lista de selección. Emparejaremos tablas que estén relacionadas entres sí y además, una de las columnas de emparejamiento será clave principal en su tabla. Cuando emparejamos campos debemos especificar de la siguiente forma: NombreTabla1. Camporelacionado1 = NombreTabla2.Camporelacionado2.

Puedes combinar una tabla consigo misma pero debes poner de manera obligatoria un alias a uno de los nombres de la tabla que vas a repetir.

Veamos un ejemplo, si queremos obtener el historial laboral de los empleados incluyendo nombres y apellidos de los empleados, la fecha en que entraron a trabajar y la fecha de fin de trabajo si ya no continúan en la empresa, tendremos:

SELECT Nombre, Apellido1, Apellido2, Fecha\_inicio, Fecha\_fin

FROM EMPLEADOS, HISOTRIAL\_LABORAL

WHERE HISTORIAL\_LABORAL.Empleado\_DNI= EMPLEADOS.DNI;

Vamos a obtener el historial con los nombres de departamento, nombre y apellidos del empleado de todos los departamentos:

SELECT Nombre\_Dpto, Nombre, Apellido1, Apellido2

FROM DEPARTAMENTOS, EMPLEADOS, HISTORIAL\_LABORAL

WHERE EMPLEADOS.DNI= HISTORIAL\_LABORAL. EMPLEADO\_DNI

AND HISTORIAL\_LABORAL.DPTO\_COD = DEPARTAMENTOS. DPTO\_COD;

SELECT T.NOMBRE\_TRAB, T.SALARIO\_MIN, T.SALARIO\_MAX, HL.EMPLEADO\_DNI, HL.TRAB\_COD, HL.FECHA\_INICIO, HL.FECHA\_FIN, HL.DPTO\_COD, HL.SUPERVISOR\_DNI

FROM TRABAJOS T, HISTORIAL\_LABORAL HL

WHERE T.TRABAJO\_COD=HL.TRAB\_COD AND

EMPLEADO\_DNI='12345';

## 8.2. Composiciones Externas

¿Has pensado que puede que te interese seleccionar algunas filas de una tabla aunque éstas no tengan correspondencia con las filas de la otra tabla? Esto puede ser necesario.

Imagina que tenemos en una base de datos guardadas en dos tablas la información de los empleados de la empresa (**Cod\_empleado, Nombre, Apellidos, salario y Cod\_dpto**) por otro lado los departamentos (**Codigo\_dep, Nombre**) de esa empresa. Recientemente se ha remodelado la empresa y se han creado un par de departamentos más pero no se les ha asignado los empleados. Si tuviéramos que obtener un informe con los datos de los empleados por departamento, seguro que deben aparecer esos departamentos aunque no tengan empleados. Para poder hacer esta combinación usaremos las composiciones externas.

¿Cómo es el formato? Muy sencillo, añadiremos un signo más entre paréntesis (+) en la igualdad entre campos que ponemos en la cláusula WHERE. El carácter (+) irá detrás del nombre del campo de la tabla en la que deseamos aceptar valores nulos.

En nuestro ejemplo, la igualdad que tenemos en la cláusula WHERE es Cod\_dpto (+)= Codigo\_dep ya que es en la tabla empleados donde aparecerán valores nulos.

**Autoevaluación**

**Si queremos incluir aquellas filas que no tienen aún correspondencia con la tabla relacionada, tendremos que poner un signo más entre paréntesis:**

1. Delante del nombre de la tabla en la cláusula FROM.
2. Delante del nombre del campo que relaciona donde sabemos que hay valores nulos.
3. Detrás del nombre del campo que relaciona donde sabemos que hay valores nulos.
4. Delante del nombre del campo que relaciona donde sabemos que no hay valores nulos.

## 8.3. Composiciones en la versión SQL99.

Como has visto, SQL incluye en esta versión mejoras de la sintaxis a la hora de crear composiciones en consultas. Recuerda que la sintaxis es la siguiente:

SELECT tabla1.columna1, tabla1.columna2, …, tabla2.columna1, tabla2.columna2, …

FROM tabla1

[CROSS JOIN tabla2] |

[NATURAL JOIN tabla2] |

[JOIN tabla2 USING (columna)] |

[JOIN tabla2 ON (tabla1.columna=tabla2.columna)] |

[LEFT | RIGTH | FULL OUTER JOIN tabla2 ON (tabla1.columna=tabla2.columna)];

CROSS JOIN: creará un producto cartesiano de las filas de ambas tablas por lo que podemos olvidarnos de la cláusula WHERE.

NATURAL JOIN: detecta automáticamente las claves de unión, basándose en el nombre de la columna que coincide en ambas tablas. Por supuesto, se requerirá que las columnas de unión tengan el mismo nombre en cada tabla. Además, esta característica funcionará incluso si no están definidas las claves primarias o ajenas.

JOIN USING: las tablas pueden tener más de un campo para relacionar y no siempre queremos que se relacionen por todos los campos. Esta cláusula permite establecer relaciones indicando qué campo o campos comunes se quieren utilizar para ello.

JOIN ON: se utiliza para unir tablas en la que los nombres de columna no coinciden en ambas tablas o se necesita establecer asociaciones más complicadas.

OUTER JOIN: se puede eliminar el uso del signo (+) para composiciones externas utilizando un OUTER JOIN, de este modo resultará más fácil de entender.

LEFT OUTER JOIN: es una composición externa izquierda, todas las filas de la tabla de la izquierda se devuelven, aunque no haya ninguna columna correspondiente en las tablas combinadas.

RIGTH OUTER JOIN: es una composición externa derecha, todas las filas de la tabla de la derecha se devuelven, aunque no haya ninguna columna correspondiente en las tablas combinadas.

FULL OUTER JOIN: es una composición externa en la que se devolverán todas las filas de los campos no relacionados de ambas tablas.

Podríamos transformar algunas de las consultas con las que hemos estado trabajando:

Queríamos obtener el historial laboral de los empleados incluyendo nombres y apellidos de los empleados, la fecha en que entraron a trabajar y la fecha de fin de trabajo si ya no continúan en la empresa. Es una consulta de composición interna, luego utilizaremos JOIN ON:

SELECT E.Nombre, E.Apellido1, E.Apellido2, H.Fecha\_inicio, H.Fecha\_fin

FROM EMPLEADOS E JOIN HISTORIAL\_LABORAL H ON (H.Empleado\_DNI= E.DNI);

Queríamos también, obtener un listado con los nombres de los distintos departamentos y sus jefes con sus datos personales. Ten en cuenta que deben aparecer todos los departamentos aunque no tengan asignado ningún jefe. Aquí estamos ante una composición externa, luego podemos utilizar OUTER JOIN:

SELECT D.NOMBRE\_DPTO, D.JEFE, E.NOMBRE, E.APELLIDO1, E.APELLIDO2

FROM DEPARTAMENTOS D LEFT OUTER JOIN EMPLEADOS E ON ( D.JEFE = E.DNI);

**Para saber más**

En MySQL también se utilizan las composiciones, aquí puedes verlo:

[Composiciones.](http://mysql.conclase.net/curso/?cap=012a#MUL_JOIN)

# Otras Consultas Multitablas: Unión, Intersección, Diferencia de consultas.

Hay otro tipo de consultas, como las uniones, intersecciones y diferencia de consultas, muy relacionada con la teoría de conjuntos.

Seguro que cuando empieces a trabajar con bases de datos llegará un momento en que dispongas de varias tablas con los mismos datos guardados para distintos registros y quieras unirla en una única tabla. ¿Esto se puede hacer? Es una operación muy común junto a otras. Al fin y al cabo, una consulta da como resultado un conjunto de filas y con conjuntos podemos hacer entre otras, tres tipos de operaciones comunes como son: unión, intersección y diferencia.

UNION: combina las filas de un primer SELECT con las filas de otro SELECT, desapareciendo las filas duplicadas.

INTERSECT: examina las filas de dos SELECT y devolverá aquellas que aparezcan en ambos conjuntos. Las filas duplicadas se eliminarán.

MINUS: devuelve aquellas filas que están en el primer SELECT pero no en el segundo. Las filas duplicadas del primer SELECT se reducirán a una antes de comenzar la comparación.

Para estas tres operaciones es muy **importante** que utilices en los dos SELECT el **mismo número** y tipo de **columnas** y en el **mismo orden**.

Estas operaciones se pueden combinar anidadas, pero es conveniente utilizar paréntesis para indicar que operación quieres que se haga primero.

Veamos un ejemplo de cada una de ellas.

**UNIÓN: Obtener los nombres y ciudades de todos los proveedores y clientes de Alemania.**

SELECT NombreCia, Ciudad FROM PROVEEDORES WHERE Pais = 'Alemania'

UNION

SELECT NombreCia, Ciudad FROM CLIENTES WHERE Pais = 'Alemania';

**INTERSECCIÓN: Una academia de idiomas da clases de inglés, frances y portugues; almacena los datos de los alumnos en tres tablas distintas una llamada "ingles", en una tabla denominada "frances" y los que aprenden portugues en la tabla "portugues". La academia necesita el nombre y domicilio de todos los alumnos que cursan los tres idiomas para enviarles información sobre los exámenes.**

SELECT nombre, domicilio FROM ingles INTERSECT

SELECT nombre, domicilio FROM frances INTERSECT

SELECT nombre, domicilio FROM portugues;

**DIFERENCIA: Ahora la academia necesita el nombre y domicilio solo de todos los alumnos que cursan inglés (no quiere a los que ya cursan portugués pues va a enviar publicidad referente al curso de portugués).**

SELECT nombre, domicilio FROM INGLES

MINUS

SELECT nombre,domicilio FROM PORTUGUES;

**Autoevaluación**

**¿Cuáles de las siguientes afirmaciones son correctas?**

1. La unión combina las filas de un primer SELECT con las filas de otro SELECT, desapareciendo las filas duplicadas.
2. La diferencia devuelve aquellas filas que están en el primer SELECT pero no en el segundo.
3. La intersección examina las filas de un SELECT y de otro y devolverá aquellas que aparezcan en ambos conjuntos.
4. En uniones, intersecciones y diferencias, los dos SELECT deben tener el mismo número pero no tienen por qué tener el mismo tipo de columnas.

# Subconsultas

¿Es posible consultar dentro de otra consulta? A veces se va a necesitar filtrar los datos en función de un resultado que a priori se desconoce.

A veces tendrás que utilizar en una consulta los resultados de otra que llamaremos **subconsulta**. La sintaxis es:

SELECT listaExpr

FROM tabla

WHERE expresión OPERADOR

( SELECT listaExpr

FROM tabla);

La subconsulta puede ir dentro de las cláusulas WHERE, HAVING o FROM.

El **OPERADOR** puede ser >, <, >=, <=, !=, =. Las subconsultas que se utilizan con estos operadores devuelven un único valor, si la subconsulta devolviera más de un valor devolvería un error.

Como puedes ver en la sintaxis, las subconsultas deben ir entre paréntesis y a la derecha del operador.

Pongamos un ejemplo:

SELECT Nombre\_empleado, sueldo

FROM EMPLEADOS

WHERE SUELDO <

(SELECT SUELDO FROM EMPLEADOS

WHERE Nombre\_emple = 'Ana');

Obtendríamos el nombre de los empleados y el sueldo de aquellos que cobran menos que Ana.

Los tipos de datos que devuelve la subconsulta y la columna con la que se compara ha de ser el mismo.

¿Qué hacemos si queremos comparar un valor con varios, es decir, si queremos que la subconsulta devuelva más de un valor y comparar el campo que tenemos con dichos valores? Imagina que queremos ver si el sueldo de un empleado que es administrativo es mayor o igual que el sueldo medio de otros puestos en la empresa. Para saberlo deberíamos calcular el sueldo medio de las demás ocupaciones que tiene la empresa y éstos compararlos con la de nuestro empleado. Como ves, el resultado de la subconsulta es más de una fila. ¿Qué hacemos?

Cuando el resultado de la subconsulta es más de una fila, SQL utiliza **instrucciones especiales** entre el operador y la consulta. Estas instrucciones son:

* ANY. Compara con cualquier fila de la consulta. La instrucción es válida si hay un registro en la subconsulta que permite que la comparación sea cierta.
* ALL. Compara con todas las filas de la consulta. La instrucción resultará cierta si es cierta toda la comparación con los registros de la subconsulta.
* IN. No utiliza comparador, lo que hace es comprobar si el valor se encuentra en el resultado de la subconsulta.
* NOT IN. Comprueba si un valor no se encuentra en una subconsulta.

En la siguiente consulta obtenemos el empleado que menos cobra:

SELECT nombre, sueldo

FROM EMPLEADOS

WHERE sueldo <= ALL (SELECT sueldo FROM EMPLEADOS);

**Autoevaluación**

**Relaciona cada instrucción con su función:**

|  |  |  |
| --- | --- | --- |
|  | | |
| **Instrucción.** | **Relación.** | **Función.** |
| ANY |  | 1. Compara con cualquier fila de la consulta. |
| ALL |  | 2. Comprueba si el valor se encuentra en el resultado de la subconsulta. |
| IN |  | 3. Compara con todas las filas de la consulta. |
| NOT IN |  | 4. Comprueba si un valor no se encuentra en una subconsulta. |